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# Philosophy of Unsafe Pointers

- **A General Pointer Concept**
- **Pointer**
- **Pointer Dereference**
- **Many to One**
- **Many to One Dereference**
- **Invalid Pointer**
- **Invalid Pointer Dereference**
- **Wild (Dangling) Pointer**
- **Pointer to Pointer**
- **Pointer to Pointer Dereference**
- **Naming Pointers and Entities**
- **Names as Pointer Content**
- **Pointers as Entities**

## Unsafe Rust Code Examples

- **Unsafe Pointer**
- **Unsafe Pointer Dereference**
- **Unsafe Many to One**
- **Unsafe Many to One Dereference**
Memory Dereference Layout 161
Names as Addresses 162
Addresses and Entities 163
Addresses and Structures 164
Pointers to Structures 165
Arrays 166
Arrays and Pointers to Arrays 167
Fat Pointers 168
Array Slices 169
String Literals (UTF-8) 173
Byte Strings 176
Vectors 178
Vector Slices 179
Strings 183
String Slices 184
C-Strings 187
C-String Slices 188
Basic Types 191
Bytes, References, and Pointers 192
u32, Pointers, and References

Little-Endian System

u64 and Pointers

Size

Alignment

Entity Conversion

Conversion through Pointers

Safe Conversion

Forcing

Tuples

Structs

Tuple-like Structs

Newtypes

Named-field Structs

Reference/Pointer to Struct

Ref/Ptr to Struct Dereference

Dereference with Replacement

Many Ref/Ptr to One Struct

Many to One Dereference
Struct Function Fields

Associated Functions

Pointers to Associated Functions

Type-associated Functions

Trait Functions

Trait Objects

vtable Memory Layout

Trait Object Memory Layout

Boxed Trait Object Layout

Struct Constructors

Struct Destructor

Struct Clone

Struct Copy

Parameters by Value

Parameters by Ref/Ptr

self

Closures and Captures

Closure Struct

A64 Closure Struct Example
Captures (Borrowing) 325
Captures (Borrowing) x64 Linux 326
Captures (Move) 328
Captures (Move) x64 Linux 329
Pinning 331
Use Cases 332
Rust Books 338